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Abstract. Composition of services has received much interest to support business-to-business and enterprise applications integration. The business world has developed a number of XML-based standards to formalize the specification of web services, their composition and their execution. On the other hand, the semantic web community focuses on reasoning about web resources by explicitly declaring their preconditions and effects with terms defined precisely in ontologies. Current service composition approaches range from practical languages aspiring to become industrial standards (e.g. BPEL and OWL-S) to more theoretical models and languages (e.g. automata, Petri nets, and process algebras). In this paper we present a survey of existing proposals for service composition and compare them among each other with respect to some key requirements. We hope this helps service composition designers and developers to focus their efforts and to deliver lasting solutions, while at the same time addressing the technology’s critical needs.

1 Introduction

Service-Oriented Computing (SOC) is an emerging paradigm for distributed computing and e-business processing that has its origins in object-oriented and component computing. Services are computational entities that are autonomous and heterogeneous (e.g. running on different platforms or owned by different organizations). Services are described using appropriate service description languages, published and discovered according to predefined protocols, and combined using an engine that coordinates the interactions among collaborating services. Web service technology is a widespread and accepted instantiation of SOC that should facilitate the integration of newly built and legacy applications both within and across organizational boundaries, avoiding difficulties due to different platforms, heterogeneous programming languages, etc. Exploiting this kind of ubiquitous network fabric should result in an increased productivity and in a reduction of costs in business-to-business (B2B) processes [37].

\textsuperscript{*} This work was partly supported by the EU project IST-3-016004-IP-09 Sensoria (Software Engineering for Service-Oriented Overlay Computers).
Web services are distributed and independent pieces of code solving specific tasks and communicating with each other through the exchange of messages. They are built on XML-based open standards, promise the interoperability of a variety of applications running on heterogeneous platforms, and enable dynamic connections and the automation of business processes—both within and across enterprises—for enterprise application integration and B2B integration.

This raises the need for web service composition to provide the mechanism to fulfill the complexity of the execution of business processes. Several organizations are currently working on new service composition proposals. The most important existing languages are IBM’s WSFL [44] and Microsoft’s XLANG [52], which have converged into the Business Process Execution Language for Web Services (BPEL [16]). BPEL is now a working draft by the Organization for the Advancement of Structured Information Standards (OASIS [28]). Current web service technologies however fall short on their restricted capability to support static service composition. Their limit comes from the total absence of semantic representations of the services available on the Internet. In response to these limitations, a number of solutions have been proposed by the semantic web community, among which OWL-S [1].

Some well-known problems related to web services are how to specify them in a formal and expressive enough language, how to compose them (automatically), how to discover them through the web, and how to ensure their correctness. Mathematical techniques tailored for the specification and verification of systems are known as formal methods. This field of research cuts across many areas of computer science and comes with an impressive body of literature on numerous specification languages and verification tools. Formal methods are particularly well suited to address most of the aforementioned issues (e.g. composition and correctness). Recently a variety of concrete proposals to formally describe, compose and verify web services have emerged. The majority of these are based on state-action models (e.g. labelled transition systems, timed automata, and Petri nets) or process models (e.g. π-calculus and other calculi).

In this paper we present a survey of existing proposals for service composition and compare them among each other with respect to some key requirements. We hope this helps service composition designers and developers to focus their efforts and to deliver lasting solutions, while at the same time addressing the technology’s critical needs. The paper is structured as follows. After this introduction, we present some approaches to service-oriented composition (e.g. BPEL and OWL-S) in Section 2. In Section 3 we move the attention to the formal methods that can be used for secure service composition. We introduce a selective overview of current methods: timed automata, Petri nets, and process algebras. We subsequently compare all these approaches with respect to some service-composition requirements in Section 4. Finally, Section 5 reports some conclusive considerations and some indications for future work.
2 Service-Oriented Composition: Current Approaches

Composition of services has received much interest to support B2B. The business world has developed a number of XML-based standards to formalize the specification of web services, their composition, and their execution. The semantic web community focuses instead on reasoning about web resources by explicitly declaring their preconditions and effects by means of terms defined precisely in ontologies. The objective of this section is to introduce the current service-composition approaches in both these worlds.

2.1 Web Services and Semantic Web Services

Web Services are self-contained, modular units of application logic which provide business functionality to other applications via an Internet connection. They support the interaction of business partners and their processes by providing a stateless model of “atomic” synchronous or asynchronous message exchanges. Web service interactions are characterized by two specification languages: the Simple Object Access Protocol (SOAP) [67] and the Web Services Definition Language (WSDL) [12]. The former is a platform- and language-independent communication protocol that defines an XML-based format for web services to exchange information over HTTP by using remote procedure calls. The latter is an XML-based language which defines the interface that a web service exhibits in order to be invoked by other services. WSDL thus provides a function-centric description of web services covering inputs, outputs, and exception handling.

The semantic web provides a process-level description of services which, in addition to functional information, models the preconditions and postconditions of the process so that the evolution of the domain can be logically inferred. It relies on ontologies to formalize the domain concepts which are shared among services. The semantic web efforts (see, e.g., [7, 66])—especially the recent trend towards semantic web services [50]—aim at fully automating all stages of the web services lifecycle. The semantic web considers the World Wide Web as a globally linked database where web pages are marked with semantic annotations. These annotations are assertions about web resources and their properties expressed in the Resource Description Format (RDF) [10]. Along with RDF one can use RDF Schema (RDFS) to express classes, properties, ranges, and documentation for resources and the OWL-S (formerly DAML-S [1]) ontology to represent further relationships and/or properties like equivalences, lists, and data types. With the semantic web infrastructure in place, practical and powerful applications can be written that use annotations and suitable inference engines to automatically discover, execute, compose, and interoperate web services.

Given the different information that is available to specify web services in the two worlds described above, we differentiate between static and dynamic service composition. In this paper we compare some of the approaches in these worlds with formal methods that can be used to guarantee their secure composition. This leads us to consider the division portrayed in Figure 1.
2.2 Static Service Composition

A relevant feature for web services is the mechanism for their reuse when complex tasks are carried out. It is often the case that new processes need to be defined out of finer-grained subtasks that are likely available as web services. To this aim, extensions of the web service technology are considered. Composition rules describe how different services can be composed into a coherent global service. In particular, they specify the order in which services are invoked and the conditions under which a certain service may or may not be invoked.

Two main approaches are currently investigated for static service composition. The first approach, referred to as web service orchestration, combines available services by adding a central coordinator (the orchestrator) that is responsible for invoking and combining the single sub-activities. The second approach, referred to as web service choreography, does not assume the exploitation of a central coordinator but rather defines complex tasks via the definition of the conversation that should be undertaken by each participant. Following this approach, the overall activity is achieved as the composition of peer-to-peer interactions among the collaborating services. While several proposals exist for orchestration languages (e.g. BPML [34] and BPEL [16]), choreography languages are still in a preliminary stage of definition. An initial proposal—WS-CDL [38]—was issued by the World Wide Web Consortium (W3C) in December 2004.

BPEL is an XML-based language supporting process-oriented service composition [16, 21]. Originally developed by BEA, IBM, Microsoft, SAP, and Siebel, BPEL is currently being standardized by OASIS [28]. BPEL composition inter-
acts with a subset of web services to achieve a given task. The composition result is called a process, participating services are partners, and message exchanges (or intermediate result transformations) are called activities. A process interacts with external partner services through a WSDL interface.

BPEL has several element groups, the basic ones being process initiation (<process>), the definition of the services participating in the composition (<partnerlink>), synchronous and asynchronous calls (<invoke>, <receive>), intermediate variables and results manipulation (<variable>, <assign>, <copy>), exception handling (<scope>, <faultHandlers>), sequential and parallel execution (<sequence>, <flow>), and logic control (<switch>.

Researchers from IBM recently released BPELJ, a combination of BPEL and Java that allows developers to include Java code inside their BPEL code [17]. Developers can use BPEL with two additional specifications:

- Web Services-Coordination [18] coordinates the actions of web services when a consistent agreement must be reached on the service activities' outcome;
- Web Services-Transaction [19] defines the transactional behaviour of web services.

There are several BPEL orchestration server implementations for both J2EE and .NET platforms, including IBM's WebSphere [15], Oracle's BPEL process manager [20], Microsoft's BizTalk [52], OpenStorm [56], and Active BPEL [25].

The formal methods community has come up with a number of tools for the automatic translation of BPEL in automata- or Petri-net-based formalisms. We will come back to this in the next section.

2.3 Dynamic Service Composition

Web services are designed to provide interoperability between different applications. The platform- and language-independent interfaces of web services allow an easy integration of heterogeneous systems. Web languages like Universal Description, Discovery, and Integration (UDDI) [65], WSDL, and SOAP define standards for service discovery, description, and messaging protocols. These web service standards however do not deal with dynamic composition of existing services. Recent industrial initiatives to address this issue, like BPEL, focus on representing composition where information flow and the binding between services are known a priori.

A more challenging problem is to dynamically compose services. In particular, when a functionality that cannot be realized by the existing services is required, the existing services can be combined to fulfill the request. The dynamic composition of services requires the location of services based on their capabilities and the recognition of those services that can be matched to create a composition, as described in [47]. The full automation of this process is still the subject of ongoing research, but accomplishing this goal with a human controller as the decision mechanism can already be achieved. The main problem
for full automation of service composition is the gap between the concepts that people use and the data that computers interpret. This barrier can be overcome by using semantic web technologies. An example is OWL-S [48].

**OWL-S** (previously known as DAML-S) is a service ontology that enables automatic service discovery, invocation, composition, interoperation, and execution monitoring [1]. OWL-S models services using a three-way ontology:

- a service **profile** describes what the service requires from and gives to users;
- a service **model** specifies how the service works; and
- a service **grounding** gives information on how to use the service.

The process model is a service model subclass that describes a service in terms of inputs, outputs, preconditions, postconditions, and—if necessary—its own subprocesses. In the process model, one can describe composite processes together with their dependencies and their interactions. OWL-S distinguishes three types of processes: atomic, which have no subprocesses; simple, which are not directly invocable and are used as an abstraction element for either atomic or composite processes; and composite, which consist of subprocesses. Constituent processes are specified using flow-control constructs: **sequence**, **split**, **split+join**, **unordered**, **choice**, **if-then-else**, **iterate**, and **repeat-until**.

There have been several proposals of methods to transfer OWL-S descriptions to Prolog [49] and to Petri-net-based models [55] in order to further analyze them. In the Prolog approach, the developer manually translates an OWL-S description, which allows one to find an adequate plan to compose web services for a target description. That is, for a given pool of available web services, it is possible to use logical inference rules to automate service allocation for the required task. In the Petri-net-based approach, an OWL-S description is automatically translated. Developers then use the result to automate tasks like simulation, validation, verification, composition, and performance analysis.

### 3 A Selective Overview of Existing Formal Methods to Secure Service Composition

In this section we describe a few well-known languages and models that have been used by the formal methods community to guarantee **secure** service compositions in the two approaches discussed in the previous section (cf. Figure 1). To begin with, we explain what is meant by secure service composition.

#### 3.1 Secure Service Composition

Services are software applications to be used through a network via the exchange of messages. They are meant to be frequently reused and they are typically designed to interact with other services in order to form larger applications. From a software engineering point of view, the construction of new services by static or
dynamic composition of existing services raises exciting perspectives, which can significantly impact the way future industrial applications will be developed. It also raises a number of challenges, however, one of them being the one of guaranteeing the correct interaction of independent, communicating software pieces. Due to the message-passing nature of web service interaction, many subtle errors might occur when several of them are put together (messages that are never received, deadlocks, incompatible behaviours, etc.). These problems are well known and recurrent in distributed applications. However, they become even more critical in the open-end world of services that is ruled by the long-term vision of “services used by services”, rather than by humans, and in which interactions should—ideally—be as transparent and as automatic as possible.

It is for the above reasons that formal methods should be used. The major advantage of using languages and models with a clear and formal semantics, is that this enables the use of automatic tools to verify whether a system matches its requirements and works properly. Specifically, formal methods and tools can be used to decide whether two services are in some precise sense equivalent and whether a service satisfies certain desirable properties (e.g. the property that the system will never reach a certain unexpected state). Finding out that the composition of existing services does not match an abstract specification of what is desired, or that it violates a property which absolutely needs to hold, can help to correct a design or to diagnose bugs in an existing service. Very recently, several formal methods—most of them with a semantics based on transition systems (timed automata, Petri nets, process algebras, etc.)—have been suggested to guarantee secure service compositions. In the remainder of this section we will present a selective overview of some of these approaches.

3.2 Automata

Automata or labelled transition systems are a well-known model underlying formal specifications of systems. An automaton consists of a set of states, a set of actions, a set of labelled transitions between states, and a set of initial states. Labels represent actions and a transition’s label indicates the action causing the transition from one state to another. The intuitive way in which an automaton can model a system’s behaviour has lead to a variety of automata-based specification models such as Input/Output (I/O) automata and their many variants [46, 45, 39], timed automata [4, 3] and team automata [24, 5], to name but a few.

I/O automata were originally introduced to model distributed computations in asynchronous networks and as a means of constructing correctness proofs of distributed algorithms. Basically, an I/O automaton is an automaton whose set of actions is partitioned into input, output, and internal actions. A distinction is made between internal and external (input and output) actions used to communicate with the environment, which may consist of other I/O automata. I/O automata can be composed using a synchronous product construction yielding a new I/O automaton. Many variants of I/O automata were considered and the model is now widely used for describing reactive, distributed systems.
Team automata are an extension of I/O automata, originally introduced to model components of groupware systems and their interconnections. They were further developed as a formal model to provide a solid and general theoretical framework for the study of synchronization mechanisms in automata models. By dropping a number of the restrictions of I/O automata, team automata allow the flexible modelling of various kinds of collaboration in groupware systems: Team automata impose hardly any restrictions on the role of the actions in the various components and their composition is not based on an a priori fixed way of synchronizing their actions. This allows the definition of a wide variety of protocols for the interaction between a system and its environment.

Timed automata, finally, were introduced to model the behaviour of real-time systems in a formal way. They extend automata with timing constraints by using a finite number of real-valued clocks, which can be reset and whose values increase uniformly with time. At any moment in time, the value of a clock equals the time elapsed since the last time it was reset. These clocks can be used to guard the transition from one state (location) to another: A transition is enabled if and only if the timing constraint associated with it is satisfied by the current values of the clocks. One of the main attractions of timed automata is the well-developed automatic tool support: Model checkers like UPPAAL [43] and KRONOS [71], allow one to effectively verify timed automata models.

Automata-based models are more and more being used to formally describe, compose, and verify (compositions of) web services. Below follow some exemplary approaches, without claiming completeness.

In [29] the authors introduce a framework to analyze and verify properties of web service compositions of BPEL processes that communicate via asynchronous XML messages. Their framework first translates the BPEL processes to a particular type of automata whose every transition is equipped with a guard in the form of an XPath [35] expression, after which these guarded automata are translated into Promela, the input language of the model checker SPIN [33]. Finally, SPIN can be used to verify whether web service compositions satisfy certain LTL properties. The authors are currently investigating to extend their framework to other web service specification languages such as OWL-S.

In [22] a case study is presented that shows how descriptions of web services written in BPEL-WSCDL can be automatically translated to timed automata and subsequently be verified by UPPAAL. The authors are currently implementing this translation in a tool that should use UPPAAL as its engine. The development of this tool is of crucial importance for the authors’ methodology to be embraced by industry.

In [40] the authors provide an encoding of BPEL processes into web service timed state transition systems, a formalism that is closely related to timed automata, and discuss a framework in which timed assumptions expressed in the duration calculus [11] can be model checked.

In [23] a framework to automatically verify systems that are modelled in Orc is proposed. To this aim, the authors define a formal timed-automata semantics for Orc [14] expressions, which confirms to Orc’s operational semantics. Con-
sequently, UPPAAL can be used to model check Orc models. The approach is demonstrated through a small case study.

Team automata allow one to separately specify the components of a system, to describe their interactions, and to reuse the system as a component of a higher-level team automaton, thus supporting component-based system design in a natural way. Their main feature is a flexible technique for specifying coordination patterns among distributed systems, extending classical I/O automata. This makes team automata a promising model for the formal description of secure service compositions. This is the subject of ongoing research.

3.3 Petri Nets

Petri nets were introduced in [59] as a framework to model concurrent systems. Their main attraction is the natural way in which many basic aspects of concurrent systems are identified both mathematically and conceptually. This has contributed greatly to the development of a rich theory of concurrent systems based on Petri nets [60]. Their ease of conceptual modelling (largely due to an easy-to-understand graphical notation) has moreover made Petri nets the model of choice in many applications [61].

Actually “Petri net” is a generic name for a class of net-based models, consisting of an underlying structure (a net) together with rules describing its dynamics. Within a net one distinguishes places (representing local aspects of global states) and transitions (representing actions). Transitions (drawn as rectangles) are connected to places (circles) and places to transitions, by arcs (arrows). Hence a net is a bipartite directed graph. In some models, certain elements may be labelled. The dynamics of a net is given in the form of rules defining when (in which states) a transition can occur (“fire”) and its effect on the current state if it occurs. It is fundamental to Petri nets that both the conditions allowing a transition to occur and its effect on the global state are local, in the sense that they only involve places in the immediate neighbourhood of (adjacent to) the transition.

Petri nets are very popular in BPM and related fields due to the variety of process control flows that they can capture [41, 69]. In particular, the dead-path-elimination technique that is used in BPEL to bypass activities whose preconditions are not met, can be readily modelled in Petri nets. In [57] it is shown how to map all BPEL control-flow constructs into labelled Petri nets (thus including control flows for exception handling and compensation). This output can subsequently be used to verify BPEL processes by means of the open-source tools BPEL2PNML and WoBPEL (including reachability analysis). We now give some examples of such approaches, again without claiming completeness.

In [55] the authors define the semantics of a relevant subset of DAML-S (now OWL-S) in terms of a first-order logic, namely the situation calculus [62]. Based on this semantics they describe web service compositions in a Petri-net-based

---

3 This formalisation revealed several unambiguities in BPEL that have been reported to the BPEL standardization committee.
formalism, complete with an operational semantics. They discuss the implementation of a tool to describe and automatically verify composition of web services.

In [30] the authors introduce a Petri-net-based algebra to compose web services, based on control flows.

In [70] a Petri-net-based design and verification framework for web service composition is proposed, which can be used to visualize, create, and verify existing BPEL processes. The authors still need to develop a graphical interface, with a Petri-net view and a BPEL view, which can be used to assist the creation of web service compositions.

In [72] a Petri-net-based architectural description language in which web-service-oriented systems can be modelled is introduced, and a small case study is presented. In order to deal with real-life applications and to eliminate manual translation errors, the authors are currently developing an automatic translation engine from WSDL to their language.

In [31] a complete and formal Petri-net semantics for BPEL is presented, thus including exception handling and compensations. Furthermore, the authors present their BPEL2PN parser which can automatically transform BPEL processes into Petri nets. As a result, a variety of Petri-net verification tools are applicable to automatically analyze BPEL processes.

In [63] Orc is translated into colored Petri nets, which is a generalization of Petri nets that allows one to deal with recursion and data handling.

The frameworks and tools described above have the advantage that they allow one to simulate and verify the behaviour of one’s model at design time, thus enabling the detection and correction of errors as early as possible. As such, these approaches help increase the reliability of web service applications.

3.4 Process Algebras

Process algebras are a popular means to describe and reason about process behaviours. Their underlying semantic foundation is based on labelled transition systems, i.e. automata. Many variants have been defined and the field comes with a rich body of literature. The most well-known process algebras are Milner’s Calculus of Communicating Systems (CCS [53]), Hoare’s Calculus of Sequential Processes (CSP [32]), the Algebra of Communicating Processes (ACP [6]) by Bergstra and Klop, and the Language of Temporal Ordered Systems (LOTOS [8]) that was standardised by ISO. Like Petri nets, process algebras are precise and well-studied formalisms that allow the automatic verification of certain properties of their behaviours. Likewise, they provide a rich theory on bisimulation analysis, i.e. one can establish whether two processes have equivalent behaviours. Such analyses are useful to establish whether a service can substitute another service in a composition [9] or to verify the redundancy of a service.

The $\pi$-calculus [54] is a process algebra that has inspired modern composition languages such as XLANG and, subsequently, BPEL. As with Petri nets, the rationale behind using the $\pi$-calculus to describe processes lies in the advantages that a formal model with a rich theory provides for the automatic verification of properties of the behaviour of models expressed in such a model. From a
compositional perspective, the $\pi$-calculus offers constructs to compose activities in terms of sequential, parallel, and conditional execution, combinations of which can lead to compositions of arbitrary complexity. Once again without claiming completeness, we now give some examples of process-algebraic approaches to specify and verify secure compositions of web services.

In [64] the authors advocate the use of process algebras to describe, compose, and verify web services, with a particular focus on their interactions. To this aim, they present a case study in which they use CCS to specify and compose web services as processes, and the Concurrency Workbench [13] to validate properties such as correct web service composition. To apply this approach to real-life applications one needs to use more advanced calculi than CCS (e.g. the $\pi$-calculus) in order to consider also issues like the exchange of data during web service interactions and dynamic compositions. In fact, in [27] a two-way mapping is defined between BPEL and the more expressive process algebra LOTOS. An advantage of this translation is that it includes compensations and exception handling. As such, it permits the verification of temporal properties with the CADP [26] model-checking toolbox.

As is the case for Petri-net-based frameworks and tools, also process-algebraic tools are well suited to improve the reliability of web service development by simulating and verifying the behaviour of one’s model at design time.

4 A Comparison of Service Composition Languages and Models: From Industrial Standards to Formal Methods

In this section we present a comparison of the various approaches described above with respect to the service-composition requirements we describe next.

4.1 Service Composition Requirements

We have compared the languages and models that we considered in Section 3 with respect to the following service-composition requirements.

Connectivity and Nonfunctional Properties Every composition approach must guarantee connectivity. With reliable connectivity, one can determine which services are composed and reason about their interactions. Since services are based on message passing, however, developers must also address nonfunctional Quality of Services (QoS) properties, such as timeliness, security, and dependability. It is important in a B2B scenario to define agreement between involved parties. Business agreement defines the contract between two or more parties on QoS. It is necessary to represent required QoS in composed web services.

Composition Correctness Our interest is in large systems of concurrently executing services. A crucial aspect of the correctness of such systems is their temporal behaviour. Behavioural properties can be classified as follows [42].
1) Safety properties: “nothing bad ever happens” (e.g. when an elevator is moving up, it does not attempt to move down without stopping first); and
2) Liveness properties: “progress takes place” (e.g. if a button inside an elevator is pressed, then the elevator eventually arrives at the corresponding floor).

Such behavioural properties are given by a specification which precisely documents a system’s desired behaviour. Formal methods provide rigorous mathematical means of guaranteeing large software systems to conform to a specification.

**Automatic Composition**  Many compositional approaches aim to automate the composition, promising faster application development and safer reuse, and facilitating user interaction with complex service sets. By automated composition, the end user or application developer specifies a business goal (e.g. expressed in a description language or in a mathematical notation) and an “intelligent” composition engine selects adequate services and offers the composition to the user in a transparent way. The main problems are how to identify candidate services, how to compose them, and how to verify how closely they match a request. Web service composition languages should enable the representation of semantics of composed services, in order to facilitate the automated composition.

**Composition Scalability** Composing two services is not the same as composing tens or hundreds of them. In a real-world scenario, end users would typically want to interact with many services, while enterprise applications will invoke chains of possibly several hundreds of services. Therefore, one of the critical issues is how the proposed approaches scale with the number of services involved.

**Exception Handling and Compensations** Composition of web services uses external web services that are controlled by the web service owner. It must take into account exception handling during the process of invocation in case external web services do not respond. Moreover, business processes are usually long-running processes that may take hours or weeks to complete, and therefore the ability to manage compensations of service invocations is critical for composition as well. Compensations are activities programmed ad hoc to recover (or undo) the effects of completed activities when a long-running transaction fails.

**Tool Support** Whether a particular approach come with software support.

**4.2 Results**

Service composition approaches range from those aspiring to become industrial standards (e.g. BPEL and OWL-S) to formal methods. An ideal approach would cover all the requirements we defined above. Below we discuss our comparison of the approaches presented in the previous sections with respect to the above requirements. The outcome is summarized in Figure 2.
Connectivity and Nonfunctional Properties All approaches offer service connectivity. Although the services themselves are modelled in different ways, at the lowest level, the connection comes down to mapping and orchestrating input and output messages between the partner services’ service ports. Most approaches neglect the specification of nonfunctional QoS properties such as security, dependability, and performance. Only OWL-S allows users to define some nonfunctional properties, but this capability has yet to be fully specified.

Composition Correctness Verifying correctness depends on the service and composition specifications. BPEL and OWL-S provide no way to verify correctness. BPEL is a language dealing more with implementation than specification, and thus it is difficult to provide a formalism to verify the correctness of BPEL flows. All other approaches support verification in one way or another. Even OWL-S, when combined with Prolog or Petri nets, allows reasoning about correctness. However, the extent to which correctness is verified varies. In the process-algebraic approaches, the π-calculus offers powerful algebraic verification mechanisms to determine liveness, security, and QoS. However, applying such verifications depends on what is typed when you model services as processes. Petri nets use elaborate algebra for verification. In this way one can verify whether a composition has deadlocks by determining whether the corresponding Petri net is live and bounded. Many formal methods are available to prove that a composed service’s specification conforms to the model. The issue is to decide what needs to be specified for model checking to produce useful results. Another problem is computing resources (such as CPU time and storage
space). Given the vast state space one must examine, one can easily run out of resources and still not know whether the composition conforms to the model.

**Automatic Composition** The OWL-S ServiceProfile and ServiceModel provide sufficient information to enable automated discovery, composition, and execution based on well-defined descriptions of a service’s inputs, outputs, preconditions, effects, and process model. BPEL does not provide a well-defined semantics. Partners are restricted by structured XML content in WSDL port type definitions. All formal methods discussed allow automatic composition.

**Composition Scalability** In BPEL, multiple service composition is tedious because XML files quickly grow. Since BPEL composition is recursive one can modularize the composition. Unfortunately, however, BPEL has no standard graphical notation. Some orchestration servers offer a graphical representation and there are proposals to use UML-like notations for descriptions. However, most graphic notations cannot be mapped one-to-one to BPEL’s complex language constructs. OWL-S suffers from similar problems. All formal methods discussed instead allow hierarchical service compositions and are thus scalable.

**Exception Handling and Compensations** BPEL defines a mechanism for catching and handling faults similar to common programming languages like Java. One may also define a compensation handler to enable compensation activities in the event that actions cannot be explicitly undone. OWL-S does not define recovery protocols. Neither BPEL nor OWL-S directly supports query mechanisms to expose the state of executing processes. BPEL lists this item as future work. Most Petri-net-based and process-algebraic models considered can handle compensations and exception handling, but this remains to be seen for the automata-based models.

**Tool Support** Vendors supporting or planning to support the BPEL specification include Collaxa, which offers a complete orchestration platform for BPEL; IBM, which provides a BPWS4J runtime/editor for BPEL from their alphaWorks Web site; and BindSystems, which provides a BPEL modelling/editing tool. The main problem with the industrial approaches, i.e. the lack of software tools for the verification of the correctness of service compositions, is at the same time the main advantage of the formal methods we considered in this paper.

5 Conclusions and Future Work

While there have been initiatives to compare composition languages [2, 58, 51] and the analysis of composition languages based on workflow patterns [68], these comparisons are conducted almost at the micro level, focusing on specific language structures and control patterns. In this paper, on the other hand, we provide an overview of service composition languages and models. Five approaches—namely BPEL, OWL-S, automata, Petri nets, and process algebras—were chosen
and compared against a total of six requirements that a service composition approach should support in order to facilitate the composition of web services.

OWL-S, like other service composition languages, provides a means of creating the description of web services that can be interpreted programmatically. The distinguishing characteristic of OWL-S is that, while current web service specification standards focus on service syntax, the goal of OWL-S is to facilitate the description of the semantics of services, their interfaces, and their behaviour. The problem of the composition of services is addressed by two orthogonal efforts. On the one hand, most major industrial players propose low-level process modelling and execution languages, like BPEL. These languages allow programmers to implement complex web services as distributed processes and to compose them in a general way. However, the definition of new processes that interact with existing ones needs to be done manually, which is a hard, time-consuming, and error-prone task. On the other hand, research within the semantic web community proposes an unambiguous top-down description of service capabilities, e.g. in OWL-S, thus enabling the possibility to reason about web services, and to automate web service tasks like discovery and composition. The main problem with all these industrial approaches is the verification of correctness. As we show in this paper, this is where formal methods can be of use.

Due to the solid theoretical basis of all formal methods considered in this paper, the tools that come with them allow one to simulate and verify the behaviour of one's model at design time, thus enabling the detection and correction of errors as early as possible and in any case before implementation. Consequently, these approaches help increase the reliability of web service applications.

This paper contains only an initial comparison. Many more details (e.g. quantitative information relating to the tool support and to the messaging models supported) are needed in order to understand which languages or models better suit web service composition. Another key point that we would like to deepen in future work is to determine the QoS characteristics that each of the languages and models is able to describe in order to define a QoS web service composition. All this with the objective to understand better which are the necessary elements of a framework for the automatic QoS composition of web services.
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