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Behavioural SPL models (and tools)
- Featured Transition System (FTS)
- Modal Transition System (MTS)
- MTS with Variability Constraints (MTS_υ)

Expressiveness results
- FTS vs. MTS(υ)
- FTS2MTS_υ
- MTS_υ2FTS

Conclusion
Behavioural models (and tools) for product lines

Lift success stories known for single systems (products) to sets of products (families) by exploiting variability modelling and analysis

⇒ challenges models and tools by potentially high number of different products, each with a large state space in general

- **Featured Transition Systems (FTSs)**
  - SNIP/fPROMELA/fLTL, fNuSMV/fSMV/fCTL, ProVeLines
    - Classen et al. @ ICSE’11, Int. J. Softw. Tools Technol. Transf., 2012, Cordy et al. @ SPLC’13

- **Modal Transition Systems (MTSs) with variability constraints**
  - Asirelli et al. @ iFM’10, FMOODS’11, SPLC’11, ter Beek et al. @ J. Logic Algebr. Meth. Program., 2016

- **Variability Model Checker VMC/v-ACTL**
  - ter Beek et al. @ FM’12, SPLC’12, SPLat’14

- **UML SPL profile, PL-CCS, variable I/O automata, feature nets**
  - Ziadi et al. @ PFE’03, Grüler et al. @ FMOODS’08, SPLC’08, Lauenroth et al. @ ASE’09, Muschevici et al. @ SEFM’11, Softw. Syst. Model., 2016
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FTS for SPLE

Feature model:

VendingMachine

Beverages (b)
Soda s
Tea t

FreeDrinks (f)

CancelPurchase (c)

12 valid products e.g. \{v, b, s, t\}, \{v, b, s, c\}
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Feature model:

FTS of 12 valid products (LTSs) e.g. \{v, b, s, t\}, \{v, b, s, c\}

return/c → 4 cancel/c

1 pay/v∧¬f

2 change/v

3 soda/s

4 free/f

5 serveSoda/s

6 serveTea/t

7 tea/t

8 open/v∧¬f

9 take/v

close/v
FTS for SPLE

Feature model:

- **VendingMachine**
  - **Beverages**
    - **Soda**
    - **Tea**
  - **FreeDrinks**
  - **CancelPurchase**

- **serveSoda** → 1 → pay → 2 → change → 3 → **serveSoda**
- **serveTea** → 6 → tea → 7 → open → 8 → **serveTea**
- **serveTea** → 6 → tea → 7 → open → 8 → **serveTea**
- **serveTea** → 6 → tea → 7 → open → 8 → **serveTea**
- **serveSoda** → 5 → soda → 7 → open → 8 → **serveTea**

E.g. \{v, b, s, t\}, \{v, b, s, c\}
FTS for SPLE

Feature model:

```
{v, b, s, t}, {v, b, s, c}
```

return ↓

serveSoda →

1 →

pay →

change →

3 →

soda →

5 serveSoda →

7 open →

take →

9 →

cancel

1 return

3 pay

5 soda

7 open

9 take

close

Soda s

Tea t

Beverages b

FreeDrinks f

CancelPurchase c

VendingMachine v
Dedicated FTS model checker SNIP (now ProVeLines)

fPROMELA:

typedef features {
    bool v;
    bool f;
    ...
};
features F;

\[
gd :: F.v && !F.f;
\]
\[
\text{pay} :: F.f;
\]
\[
\text{free} :: \text{else};
\]
\[
\text{skip};
\]
\[
dg;
\]

\[
\text{return/c} \quad \text{cancel/c}
\]
\[
\text{free/f} \\
\text{pay/v} \land \neg f \quad \text{change/v}
\]
\[
\text{soda/s} \quad \text{selected} \quad \text{serveSoda/s}
\]
\[
\text{tea/t} \quad \text{serveTea/t}
\]
\[
\text{open/v} \land \neg f \quad \text{take/v}
\]
\[
\text{close/v}
\]

fLTL:
\[
[\neg f] \Box (\text{selected} \Rightarrow \Diamond \text{open})
\]

Similarly fNuSMV with fSMV/fCTL
Main ingredient: Modal Transition Systems (MTS)

- LTS distinguishing admissible (may) / necessary (must) transitions
  Larsen & Thomsen @ LICS’88
- Recognised as useful model to compactly describe the possible behaviour of all products (LTSs) of product line (a.k.a. family)
  Fischbein et al. @ ROSATEA’06, Fantechi & Gnesi @ ESEC/FSE’07, SPLC’08

MTS cannot model variability constraints regarding alternative features, nor regarding requires/excludes cross-tree constraints, resulting in several variants and extensions
  Larsen et al. @ ESOP’07, Lauenroth et al. @ ASE’09, ...

Our solution: add a set of variability constraints to the MTS to be able to decide which derivable products (LTSs) are valid ones
  Asirelli et al. @ SPLC’11, ter Beek et al. @ J. Logic Algebr. Meth. Program., 2016
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Dedicated MTS\(\nu\) Variability Model Checker VMC

Input: specification of an MTS\(\nu\) in process-algebraic terms together with a set of logical variability constraints

VMC offers product-based and family-based variability analyses:

1. The actual set of all valid product behaviour can explicitly be generated and the resulting LTSs can all be verified against one and the same logic property (expressed in Action-based CTL)
   De Nicola, Vaandrager @ J. ACM, 1995

2. A logic property (expressed in variability-aware ACTL) can directly be verified against the MTS, relying on the fact that under certain syntactic conditions its validity over the MTS implies validity of the same property for all derived products
   ter Beek et al. @ J. Logic Algebr. Meth. Program., 2016

VMC v6.4 is freely usable online: http://fmt.isti.cnr.it/vmc/
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MTS: implementations

[[LICS88]]
MTS: implementations

[LICS88]
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MTS: coherence and consistency [JLAMP16]
MTSν: coherence and consistency

[JLAMP16]
MTS\(\nu\): variants and variability constraints

\[ \Upsilon = \emptyset \]
\[ \Upsilon = \{a \oplus b\} \]

\[ \gamma = \emptyset \]
\[ \gamma = \{a \oplus b\} \]
MTS_\nu: \text{variants and variability constraints} \quad [\text{JLAMP16}]

\[ \Upsilon = \emptyset \]

\[ \Upsilon = \{ a \oplus b \} \]
\[ F = \{ v, b, s, t, f, c \} \]
\[ \Lambda = \{ \{ v, b, s \}, \{ v, b, s, f \}, \{ v, b, s, c \}, \{ v, b, s, f, c \}, \{ v, b, t \}, \{ v, b, t, f \}, \{ v, b, t, c \}, \{ v, b, t, f, c \}, \{ v, b, s, t \}, \{ v, b, s, t, f \}, \{ v, b, s, t, c \}, \{ v, b, s, t, f, c \} \} \]

\[ F \mid _{\lambda} \text{ with } \lambda = \{ v, b, t \}, \text{ i.e. } \lambda(v) = T, \lambda(b) = T, \lambda(s) = \bot, \lambda(t) = T, \lambda(f) = \bot, \lambda(c) = \bot \]
FTS: variants

\[ \text{variants} \quad \text{ICSE10, TSE13, SCP14} \]

\[
\begin{align*}
F &= \{v, b, s, t, f, c\} \\
\Lambda &= \{\{v, b, s\}, \{v, b, s, f\}, \{v, b, s, c\}, \{v, b, s, f, c\}, \{v, b, t\}, \{v, b, t, f\}, \{v, b, t, c\}, \\
&\quad \{v, b, t, f, c\}, \{v, b, s, t\}, \{v, b, s, t, f\}, \{v, b, s, t, c\}, \{v, b, s, t, f, c\}\} \\
\end{align*}
\]

\[
\mathcal{F}_{|\lambda} \text{ with } \lambda = \{v, b, t\}, \text{ i.e. } \lambda(v) = \top, \lambda(b) = \top, \lambda(s) = \bot, \lambda(t) = \top, \lambda(f) = \bot, \lambda(c) = \bot
\]
MTS_ν vs. FTS: variants

\[ \gamma = \{ a \rightarrow c \} \]

\[ \lambda(f_a) = \top, \quad \lambda(f_b) = \bot, \quad \lambda(f_c) = \top \]

\[ \lambda'(f_a) = \top, \quad \lambda'(f_b) = \top, \quad \lambda'(f_c) = \top \]

\[ \lambda''(f_a) = \bot \]
MTS\(\nu\) vs. FTS: variants

\[ p \xrightarrow{a} q \xrightarrow{b} r \xrightarrow{c} s \quad \gamma = \{ a \rightarrow c \} \]

\[ p \xrightarrow{a} q \xrightarrow{b} r \xrightarrow{c} s \]

\[ p \xrightarrow{a/f_a} q \xrightarrow{b/f_b} r \xrightarrow{c/f_c} s \quad \lambda(f_a) = \top, \lambda(f_b) = \bot, \lambda(f_c) = \top \]

\[ \lambda'(f_a) = \top, \lambda'(f_b) = \top, \lambda'(f_c) = \top \]

\[ \lambda'(f_a) = \bot \]

\[ p \xrightarrow{a} q \xrightarrow{b} r \xrightarrow{c} s \]

\[ p \xrightarrow{a} q \xrightarrow{b} r \xrightarrow{c} s \]
MTS_\psi \text{ vs. } FTS: \text{ variants}

\begin{align*}
\sim \quad & p \xrightarrow{a} q \xrightarrow{b} r \xrightarrow{c} s \\
& \gamma = \{a \rightarrow c\}
\end{align*}

\begin{align*}
\sim \quad & p \xrightarrow{a} q \xrightarrow{b} r \xrightarrow{c} s
\end{align*}

\begin{align*}
\sim \quad & p \xrightarrow{a/f_a} q \xrightarrow{b/f_b} r \xrightarrow{c/f_c} s && \lambda(f_a) = \top,
& & \lambda(f_b) = \bot,
& & \lambda(f_c) = \top
\end{align*}

\begin{align*}
\sim \quad & p \xrightarrow{a/f_a} q \xrightarrow{b/f_b} r \xrightarrow{c/f_c} s && \lambda'(f_a) = \top,
& & \lambda'(f_b) = \top,
& & \lambda'(f_c) = \top
\end{align*}

\begin{align*}
\sim \quad & p \xrightarrow{a/f_a} q \xrightarrow{b/f_b} r \xrightarrow{c/f_c} s && \lambda'(f_a) = \bot.
\end{align*}
MTS$_\psi$ vs. FTS: variants

\[ \gamma = \{ a \rightarrow c \} \]

\[ \lambda(f_a) = \top, \quad \lambda(f_b) = \bot, \quad \lambda(f_c) = \top \]

\[ \lambda'(f_a) = \top, \quad \lambda'(f_b) = \top, \quad \lambda'(f_c) = \top \]

\[ \lambda''(f_a) = \bot \]
\[ \Upsilon = \{ \text{pay} \oplus \text{free}, \text{pay} \Leftrightarrow \text{open}, \text{free} \Leftrightarrow \text{takeFree}, \text{soda} \lor \text{tea} \} \]
$\tau = \{\text{pay} \oplus \text{free}, \text{pay} \Leftrightarrow \text{open}, \text{free} \Leftrightarrow \text{takeFree}, \text{soda} \lor \text{tea}\}$
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Expressiveness

Behavioural SPL formalisms \( M \) and \( M' \):

- \( M' \) is at least as expressive as \( M \), denoted by \( M \leq M' \), iff
  \( \exists \) transformation from \( M \) into \( M' \), denoted by \( \tau: M \rightarrow M' \),
  s.t. \( \forall \) models \( \mathcal{M} \in M \), sets of variants \( \text{lts}(\mathcal{M}) = \text{lts}(\tau(\mathcal{M})) \)

- \( M' \) and \( M \) are equally expressive, denoted by \( M' = M \), if \( M \leq M' \) and \( M' \leq M \)

[SEFM15] FTS \( \leq \) MTS\(\nu \) (finite-state setting)
[SCP16] MTS \( \leq \) PL-LTS (with restricted definition) \( \leq \) FTS
  (with a generalised product-derivation relation)
[SCP18] MTS \( \leq \) PL-LTS (original liberal definition) = FTS
  (with a generalised product-derivation relation)
[JLAMP19] FTS = multiMTS (sets of multiple MTSs)
[SCP19] MTS\(\nu \) = FTS (finite-state setting)
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Expressiveness

Behavioural SPL formalisms $M$ and $M'$:

- $M'$ is at least as expressive as $M$, denoted by $M \leq M'$, iff there exists a transformation from $M$ into $M'$, denoted by $\tau : M \rightarrow M'$, s.t. for all models $\mathcal{M} \in M$, sets of variants $\text{lts}(\mathcal{M}) = \text{lts}(\tau(\mathcal{M}))$

- $M'$ and $M$ are equally expressive, denoted by $M' = M$, if $M \leq M'$ and $M' \leq M$

[SEFM15] $\text{FTS} \leq \text{MTS}_\upsilon$ (finite-state setting)
[SCP16] $\text{MTS} \leq \text{PL-LTS}$ (with restricted definition) $\leq \text{FTS}$ (with a generalised product-derivation relation)
[SCP18] $\text{MTS} \leq \text{PL-LTS}$ (original liberal definition) $= \text{FTS}$ (with a generalised product-derivation relation)
[JLAMP19] $\text{FTS} = \text{multiMTS}$ (sets of multiple MTSs)
[SCP19] $\text{MTS}_\upsilon = \text{FTS}$ (finite-state setting)
FTSs

[SCP16, SCP18]
FTSs vs. MTSs

[LiCS88]
FTSs vs. MTS

\[ \gamma = \emptyset \]
\[ \tau_\ast = \{ (\text{pay, } v \land \neg f) \iff (v \land \neg f), (\text{free, } f) \iff f, (\text{change, } v) \iff v, (\text{cancel, } c) \iff c, (\text{return, } c) \iff c, \ldots, (\text{open, } v \land \neg f) \iff (v \land \neg f), (\text{take, } v) \iff v, (\text{close, } v) \iff v \} \]

\[ \cup \{ (v \land b \land \neg s \land t \land \neg f \land \neg c) \lor \cdots \lor (v \land b \land \neg s \land t \land \neg f \land c) \} \]

\[ \text{FTS2MTS}_\upsilon (\text{upto dummy transitions and action relabelling}) \]
FTS2MTS\(\nu\) (upto dummy transitions and action relabelling)

\[\{(pay, v \land \neg f), (free, f), (change, v), (cancel, c), (return, c), (soda, s), (tea, t), (serveSoda, s), (serveTea, t), (take, f), (open, v \land \neg f), (take, v), (close, v), v, b, s, t, f, c\}\]

\[\mathcal{T}_* = \{(pay, v \land \neg f) \Leftrightarrow (v \land \neg f), (free, f) \Leftrightarrow f, (change, v) \Leftrightarrow v, (cancel, c) \Leftrightarrow c, (return, c) \Leftrightarrow c, \ldots, (open, v \land \neg f) \Leftrightarrow (v \land \neg f), (take, v) \Leftrightarrow v, (close, v) \Leftrightarrow v\} \cup \{(v \land b \land \neg s \land t \land \neg f \land \neg c) \lor \cdots \lor (v \land b \land \neg s \land t \land \neg f \land c)\} \]

\[\{(pay, v \land \neg f), (change, v), (tea, t), (serveTea, t), (open, v \land \neg f), (take, v), (close, v), v, b, t\}\]
FTS2MTS$\upsilon$: soundness and completeness

Theorem [SCP19]

Let $\mathcal{F} = (Q, \Sigma, \bar{q}, \delta, F, \Lambda)$ be an FTS and let $\mathcal{M}_\star = (Q_\star, \Sigma_\star, \bar{q}, \delta_\diamond, \delta_\Box, \Upsilon_\star)$ be the MTS$\upsilon$ generated from $\mathcal{F}$ according to the FTS2MTS$\upsilon$ Algorithm.

The sets of variants $\text{lts}(\mathcal{F})$ and $\text{lts}(\mathcal{M}_\star)$ coincide, up to dummy transitions and action relabelling.
Example FTS $\not\preceq$ MTS

\[ \lambda(f) = \top, \quad \lambda(f') = \bot, \quad \lambda'(f') = \top \]

\[ \gamma = \{ f \oplus f', \quad (a, f) \leftrightarrow f, \quad (b, f') \leftrightarrow f' \} \]
Example FTS $\leq$ MTS\textsubscript{$\nu$} [SCP19]

\[
\begin{align*}
\lambda(f) &= \top, \\
\lambda(f') &= \bot,
\end{align*}
\]

\[
\begin{align*}
\lambda'(f) &= \bot, \\
\lambda'(f') &= \top
\end{align*}
\]
MTS\textsubscript{v2FTS} (worst-case: exponential in number of features)

\[ F = \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{takeNotFree}}, f_{\text{close}} \} \]

\[ \Lambda = \{ \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{tea}}, f_{\text{serveTea}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{tea}}, f_{\text{serveTea}}, f_{\text{takeNotFree}}, f_{\text{close}} \}, \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{tea}}, f_{\text{serveTea}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{tea}}, f_{\text{serveTea}}, f_{\text{takeNotFree}}, f_{\text{close}} \}, \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{soda}}, f_{\text{serveSoda}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{soda}}, f_{\text{serveSoda}}, f_{\text{takeNotFree}}, f_{\text{close}} \}, \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{soda}}, f_{\text{serveSoda}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{soda}}, f_{\text{serveSoda}}, f_{\text{takeNotFree}}, f_{\text{close}} \}, \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{takeNotFree}}, f_{\text{close}} \}, \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{return}}, f_{\text{cancel}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{takeNotFree}}, f_{\text{close}} \}, \{ f_{\text{pay}}, f_{\text{change}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{open}}, f_{\text{takeFree}}, f_{\text{close}} \}, \{ f_{\text{free}}, f_{\text{tea}}, f_{\text{soda}}, f_{\text{serveTea}}, f_{\text{serveSoda}}, f_{\text{takeNotFree}}, f_{\text{close}} \} \} \]
Theorem [SCP19]

Let $M = (Q, \Sigma, \bar{q}, \delta^\diamond, \delta^\Box, \Upsilon)$ be an MTS$\nu$ and let $F^\circ = (Q, \Sigma, \bar{q}, \delta^\circ, F^\circ, \Lambda^\circ)$ be the FTS generated from $M$ according to the MTS$\nu$2FTS Algorithm.

The sets of variants $\text{lts}(M)$ and $\text{lts}(F^\circ)$ coincide, i.e. $\text{lts}(M) = \text{lts}(F^\circ)$. 
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